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Motivation
In live programming systems, editor services such as type
checking and evaluation are continually provided while the
user is editing the program. The live paradigm offers bene-
fits to developer experience and productivity. Many editor
services are most easily expressed as stateless transforma-
tions that take only the current the program text as input,
and compute the result from scratch. For live programming
at scale, these services cannot be implemented naively as
pure functions, since the execution time will grow with the
size of the program, and at some point will take longer than
the time between edits. Incremental type checking aims to
overcome this limitation by maintaining type information
between states of the program. We present an algorithm for
fine-grained incremental maintenance of typing information
for the marked lambda calculus [9] across structural edits.

Problem
Themarked lambda calculus [9] defines a pure, total function
from an ordinary program in the typed lambda calculus to a
marked program, which is the same as the input except for
the addition of marks, localized type error annotations. It is
these marks, as well as synthesized and analyzed types at
subterms, that we to incrementally maintain.

We consider structural edit actions, such as the insertion
or deletion of an AST node, as our atomic changes to the
input. We make no assumptions about the sequence of edit
actions, since we aim to handle cases such as collaborative
editing with many cursors or compound actions.
We make no assumption about the form of the program,

such as being partitioned into files. We therefore incremen-
talize typing at the finest granularity possible: individual
syntax nodes. We make no assumptions about the size of
the program, and in fact target very large scale programs.
Since the typing updates incurred by an edit may be arbitrar-
ily expensive to compute, we must not halt normal editor
operation while computing these updates. This constraint
fundamentally shapes our solution.

Actions and Update Propagation
Our solution maintains an enriched program data structure
(EP), which stores local typing and binding information and
is endowed with update propagation dynamics. A program
edit updates the EP efficiently, after which the EP takes a
sequence of efficient steps to propagate the changes gener-
ated by the edit. By separating the incremental update into

an action judgment which updates the EP when an action
is applied at a cursor location and an update propagation
judgment which advances a not-fully propagated EP forward
by one step, even those actions which necessitate long re-
computation times do not block further actions from being
taken; indeed, actions and update propagation steps can be
applied in any order without threatening the validity of the
incremental statics with respect to the from-scratch analysis.

Order Maintenance
This local propagation mechanism exploits the type system’s
locality, making it suitable for a bidirectional typing disci-
pline [4]. However, even such a “local” type system exhibits
nonlocality between binders and their bound variables. We
opt to maintain pointers along these bindings, rather than
walking the spine of the program.

To maintain these binders, we employ an order mainte-
nance data structure, a totally ordered collection of elements
that supports efficient comparison between elements and
insertion of new elements. By annotating each AST node
with an interval in the order maintenance data structure, it
is possible to test whether one node is the ancestor of an-
other in logarithmic time. This efficient test is the basis of
our algorithm for maintaining binding pointers.

Related Work
This work follows the work on adaptive functional program-
ming [1] in employing the order maintenance data structure
of Dietz and Sleator [3] to maintain the dynamic dependency
structure between parts of the program. The prior work on
adaptive functional programming presents general transla-
tions to incremental programs, using order maintenance to
prioritize the recomputation of intermediate values. On the
other hand, the present work is specialized to bidirectional
typing and uses order maintenance to maintain scoping data.
Prior approaches to incremental typing utilize a task en-

gine [8], derive memoized typing rules [2], or translate typ-
ing rules to a Datalog program that can be solved incre-
mentally [6, 7]. This last technique uses co-contextual typ-
ing [5], in which binding information is propagated bottom
up rather than top down, to overcome issues related to bind-
ing structure updates. Compared to these approaches, our
incremental typing system is less general, but achieves very
fine granularity and direct binding updates by specializing
to a bidirectionally typed lambda calculus.
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